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**Introduction**

Computer vision can be used to automate supervision and generate action appropriate action trigger if the event is predicted from the image of interest. For example, a car moving on the road can be easily identified by a camera as make of the car, type, colour, number plates etc.

1. **Problem Statement**

Step 1: Fine tune the trained basic CNN models to classify the car.

Step 2: Design, train and test RCNN & its hybrids-based object detection models to impose the bounding box or mask over the area of interest.

Step 3: Pickle the model for future prediction

1. **Dataset Explanation**

The Cars dataset contains 16,185 images of 196 classes of cars. The data is split into 8,144 training images and 8,041 testing images, where each class has been split roughly in a 50-50 split. Classes are typically at the level of Make, Model, Year, e.g. 2012 Tesla Model S or 2012 BMW M3 coupe.

Data description:

‣Train Images: Consists of real images of cars as per the make and year of the car.

‣Test Images: Consists of real images of cars as per the make and year of the car.

‣Train Annotation: Consists of bounding box region for training images.

‣Test Annotation: Consists of bounding box region for testing images.

**Summary of Milestone 1**

In Milestone 1, various aspects like data handling, pre-processing, class mapping, image boundary box mapping and CNN model building took place. The chosen CNN Models are MobileNet, GoogleNet, Resnet50 and AlexNet. The summary shared in the interim report looks like below mentioned points:

* Googlenet and Resnet further in next milestone will undergo hyper parameter tunning as commonly data imbalance and accuracy is less compared to loss
* Mobilenet and Alexnet are light weight models/Shallow models, hence they are being dropped from further fine tuning and comparing them with other models.
* Design and Test an RCNN Model with a combination of ResNet/GoogleNet (depending on the Performance with respect to the testing data set) as feature extractors

The following categorization is the recap of the understanding of the summary w.r.t individual models.

1. **GoogleNet**

|  |
| --- |
| Summary: InceptionV3, excels in fine-grained classification by capturing intricate vehicle details, making it ideal for distinguishing similar car models with high precision |
| Total params: 24101860 (91.94 MB)  Trainable params: 2299076 (8.77 MB)  Non-trainable params: 21802784 (83.17 MB)  Model Accuracy: 0.2290  **Average Summary Metrics:**     |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.404701 | 0.227161 | 0.205622 | | weighted avg | 0.423114 | 0.228975 | 0.217884 | | overall\_accuracy | 0.228975 | NAN | NAN | |

1. **MobileNet**

|  |
| --- |
| Summary: Mobile net is a lightweight model, we wanted to check if model performs well against a light weight model. |
| Metrics:  No description has been provided for this image  Total params: 2452356 (9.35 MB)  Trainable params: 604612 (2.31 MB)  Non-trainable params: 1847744 (7.05 MB)  Model Accuracy: 0.3137  **Average Summary Metrics:**     |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.315383 | 0.318741 | 0.294248 | | weighted avg | 0.342332 | 0.313689 | 0.306350 | | overall\_accuracy | 0.313689 | NAN | NAN | |

1. **ResNet50**

|  |
| --- |
| Summary: |
| Metrics:  No description has been provided for this image  Total params: 24737348 (94.37 MB)  Trainable params: 1149636 (4.39 MB)  Non-trainable params: 23587712 (89.98 MB)  Model Accuracy: 0.0055  **Average Summary Metrics:**   |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.933837 | 0.006013 | 0.000318 | | weighted avg | 0.946754 | 0.005525 | 0.000312 | | overall\_accuracy | 0.005525 | NAN | NAN | |

1. **AlexNet**

|  |
| --- |
| Summary: A deep **Convolutional Neural Network (CNN)** that can be used for **fine-grained car classification** |
| Metrics:  No description has been provided for this image  Total params: 47552452 (181.40 MB)  Trainable params: 47551236 (181.39 MB)  Non-trainable params: 1216 (4.75 KB)  Model Accuracy: 0.0086  **Average Summary Metrics:**   |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.994942 | 0.005102 | 0.000087 | | weighted avg | 0.991480 | 0.008594 | 0.000146 | | overall\_accuracy | 0.008594 | NAN | NAN | |

**Milestone 2**

The problem statement of Milestone 2 is to fine tune the model in the previous segment and come up with better accuracy. Googlenet and Resnet further will undergo hyper parameter tunning in this model. Mobilenet and Alexnet are light weight models/Shallow model, hence further not utilized for tuning. Yolo is introduced in Milestone 2.

1. **Library Used**
2. *os and pathlib:*

Used for interacting with the operating system, handling file paths, and performing file operations.

1. *zipfile:*

For reading and writing zip files, which can be useful for handling compressed datasets.

1. *numpy and pandas:*

numpy is used for numerical operations and handling arrays, while pandas is great for data manipulation and working with dataframes.

1. *matplotlib, seaborn:*

These are popular libraries for data visualization. matplotlib helps to create static, animated, and interactive visualizations, while seaborn builds on matplotlib to provide a high-level interface for drawing attractive statistical graphics.

1. *cv2 (OpenCV):*

A library used for computer vision tasks such as image processing, face recognition, and more.

1. *PIL (Python Imaging Library):*

Used for image loading, manipulation, and saving images.

1. *scikit-learn:*

Includes a suite of tools for machine learning such as model selection, classification, regression, metrics, and preprocessing. You’re importing:

* + train\_test\_split for splitting datasets.
  + classification\_report, accuracy\_score, confusion\_matrix for evaluating model performance.
  + LabelEncoder for encoding labels.
  + compute\_class\_weight to account for imbalanced classes.

1. *tensorflow and keras:*

* The primary libraries for deep learning. You are using various components of Keras within TensorFlow to build models (such as convolutional neural networks, or CNNs) and perform transfer learning using pre-trained models like ResNet50, MobileNetV2, and InceptionV3.
* ImageDataGenerator is used for real-time data augmentation.
* callbacks like EarlyStopping, ModelCheckpoint, and ReduceLROnPlateau to control training behavior.

1. *YOLO (You Only Look Once):*

A state-of-the-art, real-time object detection algorithm. The ultralytics package provides an easy-to-use wrapper for YOLO models.

1. *boto3:*

The Amazon Web Services (AWS) SDK for Python, allowing you to interact with AWS services like S3, EC2, and others.

1. *yaml and xml.etree.ElementTree:*

yaml is useful for reading and writing YAML files, while ElementTree is for parsing and creating XML files, often used for annotations in object detection tasks.

1. *torch:*

PyTorch is another deep learning library, but it's not being utilized in this particular code (since TensorFlow is more prominent here).

1. **Fine Tune GoogleNet**

***Step 1: Setting Mixed Precision Policy***

This sets the precision policy for the model to use mixed precision with float16 and float32. This can speed up training on GPUs that support Tensor Cores (NVIDIA GPUs with compute capability of 7.0 or higher). This policy helps reduce memory usage and can accelerate computations on supported hardware, improving the performance of training.

***Step 2: Importing Required Libraries***

* EarlyStopping: A callback to stop training early if the model stops improving (avoiding overfitting).
* ModelCheckpoint: A callback to save the best model during training (based on validation loss).
* ReduceLROnPlateau: A callback to reduce the learning rate when a metric has stopped improving.
* Adam: The optimizer used for training the model.
* InceptionV3: The pre-trained model being used as the base of your architecture.
* train\_test\_split: Function from sklearn to split data into training and validation sets.

***Step 3: Loading the InceptionV3 Base Model***

InceptionV3 is a pre-trained model on ImageNet without the top (classification) layer. This allows us to use it as a feature extractor, leveraging the knowledge it has gained from ImageNet. input\_shape specifies the size of the input images (224x224 pixels, with 3 color channels).

***Step 4: Freezing Layers***

This loop freezes the weights of all layers in the InceptionV3 model, except the last 50 layers. Freezing means that during training, the weights in these layers won't be updated, which speeds up training and allows the model to focus on the new layers added for the specific task.

***Step 5: Adding Custom Layers for Classification***

* GlobalAveragePooling2D: Reduces the spatial dimensions of the feature maps to a single value per feature, summarizing the information.
* Dense layer with 512 units: A fully connected layer that will learn non-linear combinations of the features. The relu activation introduces non-linearity.
* Dropout: A regularization technique to prevent overfitting by randomly setting a fraction of the input units to 0 during training.
* Dense output layer: This layer has 196 units, corresponding to the number of classes in the final classification task. The softmax activation ensures the outputs sum to 1, representing probabilities for each class.

***Step 6: Compiling the Model***

* Adam optimizer with a learning rate of 1e-3 is used to minimize the loss function.
* Loss function: sparse\_categorical\_crossentropy is used because the labels are integers rather than one-hot encoded vectors.
* Metrics: accuracy and TopKCategoricalAccuracy(k=5) metrics are used to evaluate the performance. The top-k accuracy measures whether the true label is among the top 5 predicted labels.

***Step7: Data Preprocessing and Augmentation***

This sequence of transformations helps artificially increase the size of the training set by applying random transformations to the images. These transformations include:

* Rescaling: Normalizing the pixel values to the range [0, 1].
* RandomFlip: Randomly flipping the image horizontally.
* RandomRotation: Randomly rotating the image by a factor of 0.1 (10% of 360 degrees).
* RandomZoom: Randomly zooming into the image by a factor of 0.1.
* RandomContrast: Randomly changing the contrast of the image.
* RandomTranslation: Randomly translating the image (shifting it in horizontal and vertical directions).

***Step 8: Preparing the Datasets***

* Creates a tf.data.Dataset from the file paths and labels. This object is used to efficiently load and preprocess data. The shuffle(1000) ensures the dataset is shuffled before training.
* The map() function applies the preprocessing function to each element in the dataset.
* batching: The dataset is split into batches of batch\_size.
* prefetching: It improves performance by overlapping the data loading and model training.

***Step 9: Splitting the Dataset into Training and Validation Sets***

Splits the dataset into 80% training and 20% validation using train\_test\_split from sklearn.

***Step 10: Class Weight Computation***

This function computes the class weights based on the imbalance in the classes. It assigns higher weights to underrepresented classes to balance the effect during training.

***Step 11: Training the Model***

* The model is trained using the training dataset train\_ds and validated using val\_ds.
* Callbacks: Used to stop early, save the best model, and adjust the learning rate.
* Class Weights: Provided to the fit method to handle class imbalance during training.

***Step 12: Evaluating the Model***

This loop generates predictions (y\_pred) for the validation dataset (val\_ds) and stores them alongside the true labels (y\_true). These values can later be used for further evaluation like plotting confusion matrices or calculating performance metrics.

|  |
| --- |
| Summary:   * The untuned GoogLeNet model achieved an accuracy of 0.49%, slightly outperforming the tuned model, which dropped to 0.43%. * Although macro and weighted precision appear high, the recall and F1-scores are nearly zero, confirming that the model rarely makes correct predictions. * This indicates that tuning did not improve performance and may have disrupted learning, likely due to preprocessing inconsistencies or label mapping mismatches or fine-tuning strategies |
| Metrics:  Model Accuracy: 0.0049  **Average Summary Metrics:**   |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.806229 | 0.003757 | 0.000194 | | weighted avg | 0.802465 | 0.004911 | 0.000241 | | overall\_accuracy | 0.004911 | NAN | NAN | |

1. **Fine Tuned ResNet50**

***Step 1: Data Preparation and Augmentation***

1. Label Encoding

* Convert the categorical class labels (like names of different classes) into numeric labels, which is required for machine learning algorithms to process the data effectively.
* LabelEncoder() from sklearn.preprocessing is used to map the string labels to integer labels. This step ensures that the machine learning model receives numerical data instead of strings.
* fit\_transform(df\_training['labels']): The .fit\_transform() method learns the encoding scheme based on the training dataset and then applies it to convert string labels into integers.
* df\_training['labels\_encoded']: This column stores the encoded numeric labels.
* df\_training['labels'] = df\_training['labels'].astype(str): Converts the labels to strings explicitly, which might be required later, especially when generating reports that need the original class names.

2. Class Weights Calculation

* Compute class weights to address class imbalance. In many datasets, some classes have far more examples than others, which can lead to a biased model. Class weights ensure the model treats all classes fairly.
* class\_weight.compute\_class\_weight('balanced', ...): The compute\_class\_weight() function from sklearn.utils.class\_weight is used to compute class weights that inversely correspond to the frequency of each class in the training data. This is useful for dealing with class imbalance.
* np.unique(df\_training['labels\_encoded']): Retrieves the unique class labels (the set of classes) from the encoded labels.
* class\_weights returns an array of weights for each class, and we convert it into a dictionary (dict(enumerate(class\_weights))), where keys are the class indices (from 0 to num\_classes-1), and values are the computed weights.
* These weights will be passed to the fit() method later, ensuring that the model accounts for class imbalance during training.

3. Data Augmentation

* Apply random transformations to the images to increase the diversity of the training set. This prevents the model from overfitting to the specific details of the training images.
* ImageDataGenerator(): This class from keras.preprocessing.image allows you to define real-time image augmentation operations. By specifying parameters like:
  + rotation\_range=20: Rotate images by a random angle up to 20 degrees.
  + width\_shift\_range=0.2 & height\_shift\_range=0.2: Shift the image along the width and height by up to 20% of the total width or height.
  + shear\_range=0.2: Shear images randomly along an axis.
  + zoom\_range=0.2: Zoom into the image randomly by up to 20%.
  + horizontal\_flip=True: Randomly flip the image horizontally.
  + fill\_mode='nearest': Defines how new pixels should be filled after transformations (using the nearest pixel value).
* flow\_from\_dataframe(): This method loads the image data from the df\_training DataFrame and applies the transformations.
  + x\_col='Image\_Path': The column containing paths to the images.
  + y\_col='labels': The column with the corresponding labels.
  + target\_size=(224, 224): Resizes all images to 224x224 pixels, a common input size for many CNN models.
  + batch\_size=32: Each batch will contain 32 images.
  + class\_mode='categorical': This means the labels will be one-hot encoded (as it's a multi-class classification problem).

4. Validation Data Generator

* Prepare a validation generator that does not apply any data augmentation, as validation data should remain unchanged for accurate evaluation.
* This is similar to the training generator but without the data augmentation applied.
* We use ImageDataGenerator() without any transformations since validation data should reflect real-world conditions.
* The flow\_from\_dataframe() method loads and preprocesses the validation images similarly to the training set.

***Step 2: Model Setup (ResNet50) and Fine-Tuning***

5. Load ResNet50 Model

* Load a pre-trained ResNet50 model with weights from ImageNet. The top classification layers are excluded, allowing us to add our custom classification layers.
* ResNet50(weights='imagenet', include\_top=False): Loads the ResNet50 architecture pre-trained on the ImageNet dataset but excludes the top fully connected layers (which are used for ImageNet classification). We set include\_top=False to keep the model flexible for our custom output.
* input\_shape=(224, 224, 3): Specifies that the input images are 224x224 pixels with 3 channels (RGB).

6. Unfreeze Layers for Fine-Tuning

* Fine-tune the model by unfreezing the last few layers. This allows us to train the last layers of the model on our specific dataset while keeping the initial layers frozen (to retain learned features).
* Initially, all layers in base\_model are frozen (layer.trainable = False), so their weights won’t be updated during training.
* Then, we unfreeze the last 40 layers (base\_model.layers[-40:]) by setting their trainable attribute to True. This allows these layers to adapt to the new dataset, while the earlier layers (which have learned more generic features like edges and textures) are kept frozen.

7. Add Custom Classification Layers

* Add new layers to the model to make it suitable for our specific classification task. We need to add a custom fully connected layer, dropout for regularization, and a softmax output layer for multi-class classification.
* GlobalAveragePooling2D(): This layer reduces the spatial dimensions of the feature maps from the convolutional layers. It computes the average of all values in each feature map, reducing the output to a 1D vector.
* Dense(512, activation='relu'): This adds a fully connected layer with 512 units and the ReLU activation function, which helps the model learn complex patterns.
* Dropout(0.5): Dropout is a regularization technique where 50% of the neurons are randomly dropped during training to prevent overfitting.
* Dense(num\_classes, activation='softmax'): The final layer is a softmax layer with a number of units equal to the number of classes (num\_classes). Softmax ensures the output is a probability distribution over the classes.

8. Compile the Model

* Compile the model by choosing the optimizer, loss function, and evaluation metric.
* Adam(learning\_rate=1e-5): Adam is a widely used optimization algorithm. We use a very small learning rate (1e-5) for fine-tuning to avoid drastic updates to the weights.
* loss='categorical\_crossentropy': This is the standard loss function for multi-class classification problems where each target is a one-hot encoded vector.
* metrics=['accuracy']: We track accuracy as the primary evaluation metric.

***Step 3: Model Training with Callbacks***

9. Define Training Parameters

* Set up the number of steps per epoch and validation steps based on the batch size and the size of the datasets.
* steps\_per\_epoch determines how many batches of data are processed per epoch during training. It's computed as the total number of training samples divided by the batch size.
* validation\_steps calculates the number of batches to process for the validation set during each epoch.

10. Define Callbacks

* Set up callbacks like early stopping (to stop training if the validation loss does not improve) and model checkpointing (to save the best model based on validation loss).
* EarlyStopping: Monitors the validation loss (val\_loss). If the validation loss does not improve for 5 consecutive epochs (patience=5), the training stops early. This prevents overfitting and saves training time.
* ModelCheckpoint: Saves the model with the best validation loss to the file best\_model\_tuned\_resnet.keras.

11. Train the Model

* Train the model using the training and validation data, with the previously
* train\_generator: Supplies the augmented training images.
* validation\_data=val\_generator: Supplies the validation data.
* epochs=20: Trains for a maximum of 20 epochs.
* callbacks=[early\_stopping, model\_checkpoint]: The callbacks monitor the training process.
* class\_weight=class\_weights: Class weights are passed to adjust the model’s learning process based on the class distribution.

***Step 4: Evaluate the Model and Visualize Results***

12. Plot Training History

* Plot the training and validation accuracy and loss to evaluate the model's learning behavior.
* This function (not defined in the code) likely plots the training/validation loss and accuracy over epochs to help visualize how well the model is performing.

13. Generate Predictions on Validation Set

* Generate predictions on the validation set and evaluate the performance of the trained model.
* X\_val contains the images from the validation set, converted into NumPy arrays.
* y\_val\_true contains the true one-hot encoded labels, converted into integer labels using np.argmax().
* y\_val\_pred is an empty list where predictions will be stored.

14. Generate Classification Report

* Use the classification\_report() to compute precision, recall, F1-score, and accuracy for each class.
* classification\_report(): Provides performance metrics for each class (precision, recall, F1-score, etc.).
* target\_names=label\_encoder.classes\_: The class names (as they appear in label\_encoder.classes\_) are passed to label the results.
* output\_dict=True: Returns the report as a dictionary, so you can easily access it programmatically.
* zero\_division=1: Handles divisions by zero in case a class has no predicted samples.

|  |
| --- |
| Summary:   * Despite tuning, the ResNet model's performance declined, with accuracy dropping from 0.55% (untuned) to 0.43% (tuned). * Precision remains misleadingly high due to sparse predictions, while recall and F1-scores are nearly zero in both cases — indicating that the model fails to generalize across classes. * Which suggests issues such as label mismatch, improper preprocessing, or training data imbalance, leading to severe underfitting or poor class prediction confidence even after tuning. |
| Metrics:  Total params: 24737348 (94.37 MB)  Trainable params: 16981444 (64.78 MB)  Non-trainable params: 7755904 (29.59 MB)  Model Accuracy: 0.0043  **Average Summary Metrics:**   |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.984716 | 0.005102 | 0.000044 | | weighted avg | 0.986513 | 0.004297 | 0.000037 | | overall\_accuracy | 0.004297 | NAN | NAN | |

1. **Model Decision**
2. ***Creating the df\_resnet\_classification\_report\_tail for the Last 4 Rows****:*

*Code*

*df\_resnet\_classification\_report\_tail = df\_resnet\_classification\_report.tail(4).copy()*

*df\_resnet\_classification\_report\_tail['Model'] = 'ResNet Untuned (10 Epochs)'*

* **What it does**: This takes the last 4 rows from the df\_resnet\_classification\_report (which presumably contains a detailed classification report for the ResNet model) and makes a copy of them. The method extracts the last 4 rows of the DataFrame.
* **Why copy?**: This ensures that any modifications don't affect the original DataFrame.
* **Adding Model Column**: After copying, you add a new column 'Model' and assign the value 'ResNet Untuned (10 Epochs)' to each of these rows. This labels this portion of the DataFrame as the report for the untuned ResNet model after 10 epochs.

1. ***Repeating the Process for df\_resnet\_tuned\_report\_tail****:*

*Code*

*df\_resnet\_tuned\_report\_tail = df\_resnet\_tuned\_report.tail(4).copy()*

*df\_resnet\_tuned\_report\_tail['Model'] = 'ResNet Tuned (20 Epochs)'*

* What it does: This extracts the last 4 rows from the df\_resnet\_tuned\_report (which likely contains the classification report for the tuned ResNet model after 20 epochs) and adds the appropriate label 'ResNet Tuned (20 Epochs)' to the 'Model' column.
* Purpose: Now, we have a labeled classification report for the tuned version of the ResNet model.

1. ***Doing the Same for GoogleNet Models****:*

* The next two steps are similar but for the GoogLeNet model:

*Code*

*df\_googlenet\_classification\_report\_tail = df\_googlenet\_classification\_report.tail(4).copy()*

*df\_googlenet\_classification\_report\_tail['Model'] = 'GoogLeNet Untuned (10 Epochs)'*

* This extracts the last 4 rows of df\_googlenet\_classification\_report, labels them as 'GoogLeNet Untuned (10 Epochs)'.

*Code*

*df\_googlenet\_tuned\_report\_tail = df\_googlenet\_tuned\_report.tail(4).copy()*

*df\_googlenet\_tuned\_report\_tail['Model'] = 'GoogLeNet Tuned (20 Epochs)'*

* Similarly, this extracts the last 4 rows from df\_googlenet\_tuned\_report, which presumably contains the classification report for GoogLeNet after tuning, and labels them as 'GoogLeNet Tuned (20 Epochs)'.

1. ***Concatenating All DataFrames****:*

*Code*

*df\_combined\_tail = pd.concat([*

*df\_resnet\_classification\_report\_tail,*

*df\_resnet\_tuned\_report\_tail,*

*df\_googlenet\_classification\_report\_tail,*

*df\_googlenet\_tuned\_report\_tail*

*])*

* **What it does**: Concatenates all four DataFrames (df\_resnet\_classification\_report\_tail, df\_resnet\_tuned\_report\_tail, df\_googlenet\_classification\_report\_tail, and df\_googlenet\_tuned\_report\_tail) into one DataFrame.
* The rows from each model are stacked one after the other, and since we already added the 'Model' column to each of them, each row will be labeled with the correct model and configuration.

1. ***Resetting the Index and Renaming Columns****:*

*Code*

*df\_combined\_tail = df\_combined\_tail.reset\_index().rename(columns={'index': 'Metric'})*

* **What it does**: Resets the index of the combined DataFrame so that each row has a unique index (0 to 15) and renames the old index column to 'Metric'.
* **Why?**: This ensures that each row corresponds to a metric such as accuracy, macro avg, etc., and makes the DataFrame easier to work with.

1. ***Selecting the Relevant Columns****:*

*Code*

*df\_combined\_tail = df\_combined\_tail[['Model', 'Metric', 'precision', 'recall', 'f1-score']]*

* **What it does**: Selects only the relevant columns ('Model', 'Metric', 'precision', 'recall', and 'f1-score'). This excludes other columns that might have been present in the classification report but are not necessary for the final output.
* The final DataFrame will now contain these key metrics for each model configuration.

1. ***Displaying the Information****:*

*Code*

*df\_combined\_tail.info()*

* **What it does**: Prints the structure of the df\_combined\_tail DataFrame, including the number of non-null values in each column and the data types. From this, we can see that some columns, such as 'recall' and 'f1-score', have missing values (NaN).

1. *Model Decision Summary*
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* Among all models tested, GoogLeNet (10 Epochs) showed the best performance, achieving an accuracy of 22.9% and a macro-average F1-score of 0.2056, significantly outperforming all other models.
* Despite additional training and tuning, both ResNet and GoogLeNet tuned models failed to generalize
* hence the Final Model Selected for Test Evaluation:GoogLeNet Untuned Version with 10 Epohs

1. **Untuned GoogleNet**

***Step 1: Prepare True Labels***

*Code*

*# Step 1: Get true labels*

*y\_test\_true = np.array([np.argmax(label) for label in df\_testing['label\_categorical']])*

* df\_testing['label\_categorical']: This column contains the one-hot encoded labels for the test set.
* np.argmax(label): For each one-hot encoded label, np.argmax is used to convert it to its corresponding class index (e.g., if the label is [0, 1, 0], np.argmax will return 1).
* The true labels are stored in y\_test\_true as a NumPy array of class indices.

***Step 2: Make Predictions in Batches***

*Code*

*# Step 2: Predict in batches*

*y\_test\_pred = []*

*for i in range(0, len(df\_testing), batch\_size):*

*batch\_imgs = np.array(df\_testing['image'].tolist()[i:i+batch\_size])*

*preds = googlenet\_model.predict(batch\_imgs, verbose=0)*

*batch\_preds = np.argmax(preds, axis=1)*

*y\_test\_pred.extend(batch\_preds)*

* y\_test\_pred: An empty list to store the predicted class indices for each batch.
* range(0, len(df\_testing), batch\_size): This loops over the test set in batches of batch\_size. It processes images in batches, making the process more memory-efficient.
* df\_testing['image'].tolist()[i:i+batch\_size]: This converts the list of images (likely paths or arrays of image data) from the test dataset to a batch of images.
* googlenet\_model.predict(batch\_imgs, verbose=0): This feeds the batch of images to the GoogLeNet model to get the predictions. The verbose=0 disables any progress information during prediction.
* np.argmax(preds, axis=1): This converts the model’s output (probabilities for each class) into class indices.
* y\_test\_pred.extend(batch\_preds): This adds the predicted class indices for this batch to the y\_test\_pred list.

This loop effectively processes the entire test set in batches.

***Step 3: Generate Classification Report***

*Code*

*y\_test\_pred = np.array(y\_test\_pred)*

*target\_names = label\_encoder.classes\_ if 'label\_encoder' in globals() else None*

*final\_googlenet\_untuned\_report = classification\_report(*

*y\_test\_true, y\_test\_pred,*

*target\_names=target\_names,*

*output\_dict=True,*

*zero\_division=1 # Avoid divide-by-zero errors*

*)*

* y\_test\_pred: The predictions are converted into a NumPy array for easier manipulation.
* target\_names = label\_encoder.classes\_: If a label encoder is available (label\_encoder), it fetches the class names.
* classification\_report(): This function generates a detailed classification report, which includes precision, recall, F1-score, and support (number of true samples per class). The report is returned as a dictionary.
* zero\_division=1: This prevents errors in cases where precision or recall is undefined due to division by zero (e.g., no samples in a class).

This generates the performance metrics for each class in the test set.

|  |
| --- |
| Summary:   * The untuned GoogLeNet model achieved a test accuracy of 21.94%, closely aligning with its validation performance (~22.90%). * The macro and weighted average F1-scores (~0.205) indicate a reasonable baseline performance across 196 fine-grained car classes. * This confirms the model has learned meaningful patterns and generalizes well, though this model requires further tuning/training/restructuring would be required * \*The GoogleNet is a pure classification model and does not support localization or masking of car regions in images\* * \*Since RCNN and its hybrids require a base model capable of region proposals or feature maps for bounding box regression and segmentation\* * \*As the current GoogLeNet model is not suitable for region-based masking required in RCNN workflows, we will move forward with implementing YOLO for object detection and localization.\* |
| Metrics:  Model Accuracy: 0.2194  **Average Summary Metrics:**   |  |  |  |  | | --- | --- | --- | --- | |  | precision | recall | f1-score | | macro avg | 0.350745 | 0.219166 | 0.204758 | | weighted avg | 0.349543 | 0.219376 | 0.205623 | | overall\_accuracy | 0.219376 | NAN | NAN | |

1. **Yolo**

* ***Setting Up the Device for Computation (GPU or CPU)***
* torch.cuda.is\_available() checks if CUDA (NVIDIA's parallel computing architecture) is available on the system. This means the code checks whether you have an NVIDIA GPU that supports CUDA.
* If CUDA is available, it assigns "cuda" to the device variable. Otherwise, it assigns "cpu", meaning it will use the CPU for computations.
* The print statement will display which device is being used, either "cuda" (GPU) or "cpu" (Central Processing Unit).
* ***Created Yolo Dictionary in below format***

![](data:image/png;base64,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)

**Part 1: Moving Images and Creating YOLO Labels**

The function move\_and\_create\_labels is designed to:

* **Move images** from the source directory (src\_dir) to the destination directory (dst\_img\_dir).
* **Generate YOLO-compatible label files** in the destination label directory (dst\_lbl\_dir).

Each label file contains normalized bounding box coordinates, which are required for training a YOLO model.

Parameters of move\_and\_create\_labels:

1. **df**: A DataFrame containing metadata for each image, including the bounding box coordinates (xmin, xmax, ymin, ymax), image name, and class information.
2. **src\_dir**: The source directory where the original images are stored, typically organized by class.
3. **dst\_img\_dir**: The destination directory where the images will be moved to.
4. **dst\_lbl\_dir**: The destination directory where the YOLO label files will be saved.
5. **class\_map**: A dictionary that maps class IDs to human-readable class names.

**Step-by-step Explanation of the Function:**

1. *Iterating through each row in the DataFrame:*

The loop for \_, row in df.iterrows() iterates over every image in the dataset, represented by each row in the DataFrame df. Each row contains metadata about one image:

* + image\_name: The name of the image file
  + image\_class: The integer class ID of the image (e.g., 10).
  + xmin, xmax, ymin, ymax: Coordinates of the bounding box that surrounds the object of interest in the image.

1. *Extracting Image and Class Information:*

**Image Name (img\_name)**: Extracted from the DataFrame.

* **Class ID (class\_id)**: The integer ID for the class.
* **Adjusting for YOLO (class\_id\_yolo)**: YOLO expects class IDs to start from 0. If your dataset starts from 1, you subtract 1 to convert it.
* **Class Name (class\_name)**: Using the class\_map dictionary to get the human-readable name for the class.

1. *Source and Destination Paths:*

* The image is assumed to be in a folder named after the class inside src\_dir:
* The destination paths for the image and label files are created:
  + The image will be saved in dst\_img\_dir with the same name.
  + A corresponding .txt label file will be created in dst\_lbl\_dir.

1. *Checking if the Image Exists:*

If the source image file doesn't exist, it prints a message and skips to the next image.

1. *Copying the Image to the Destination*

If the image exists, it is copied from the source directory to the destination directory.

1. *Reading the Image and Getting its Dimensions:*

The image is read using OpenCV (cv2.imread), and the dimensions (height h and width w) are extracted. If the image can't be read, the function skips to the next image.

1. *Bounding Box Normalization:*

* YOLO expects bounding box coordinates in **normalized form** relative to the image dimensions (height and width).
* x\_center\_raw, y\_center\_raw: The **center** of the bounding box in terms of the width and height of the image.
* width\_raw, height\_raw: The **width** and **height** of the bounding box, again normalized by the image dimensions.

1. *Outlier Detection and Clamping:*

* The code checks if any of the bounding box values fall outside the expected range [0, 1]. This can happen if the annotations are incorrect.
* If any values are out of bounds, it logs a warning. Then, the bounding box values are **clamped** to ensure they remain within the valid range [0, 1].

1. *Writing the YOLO Label File:*

* A label file is created in YOLO format (class\_id, x\_center, y\_center, width, height) and saved in the destination label directory.

**Part 2: Generating data.yaml for YOLO**

YOLO requires a data.yaml file that specifies dataset paths and class information. This file is crucial for training YOLO models.

***Steps to Create data.yaml:***

1. **Preparing the Class Names**:

* The list of class names is extracted from the image\_class\_df, which is assumed to contain the class information. The class\_id column is used to sort the class names:
* **Class Names** are sorted by their class\_id, and any forward slashes in class names are replaced with hyphens (-).

1. **Creating the data.yaml Dictionary**:

* **path**: The absolute path to the root directory of the dataset.
* **train, val, test**: Relative paths to the image directories for training, validation, and testing.
* **nc**: The number of classes (i.e., the length of class\_names).
* **names**: A list of class names that correspond to class IDs.

1. **Saving data.yaml to Disk**: Finally, the dictionary is written to a .yaml file using the yaml.dump function.

**Part 3: The Yolo Model**

**1. Model Loading (YOLO("yolov8l.pt"))**

* Load the YOLOv8 model architecture and its pre-trained weights.
* YOLO("yolov8l.pt") is loading a pre-trained model that has already been trained on a large dataset (like COCO or other common datasets).
* yolov8l.pt refers to the large version of YOLOv8. You also have the option to use:
* yolov8n.pt (small model, faster but less accurate),
* yolov8m.pt (medium model, balance between speed and accuracy).
* This model is being loaded from a URL provided by Ultralytics (the creators of YOLO) and saved as yolov8l.pt.

**2. Downloading the Model**

* Fetch the model weights from the internet.
* When you run the command, if the model weights are not already downloaded, the program will automatically fetch the yolov8l.pt file from the URL: https://github.com/ultralytics/assets/releases/download/v8.3.0/yolov8l.pt.
* The download shows 100% progress as it fetches the file and stores it locally on your machine (yolov8l.pt).

**3. Training the Model (model.train())**

* Train the YOLO model on your custom dataset.
* model.train() is the method used to train the model on your dataset.
* Here’s what the parameters mean:
  + data="dataset/data.yaml": This points to a YAML file (data.yaml) that contains important information about the dataset, such as:
    - The paths to the training and validation images.
    - The class names of the objects you want to detect.
  + epochs=50: This means the model will train for 50 iterations (or "epochs") through the dataset. More epochs generally lead to better model performance, but it depends on the complexity of the dataset.
  + imgsz=640: This specifies the size of the input images. YOLOv8 typically resizes input images to a fixed size before training. In this case, the images are resized to 640x640 pixels.
  + batch=16: The batch size refers to the number of images processed in parallel in one pass through the model. A batch size of 16 means the model will use 16 images per training step.
  + device="cuda": This tells the model to use a GPU for training (via CUDA). Training on a GPU is much faster than on a CPU, so it's highly recommended for deep learning models.

**4. Overriding model.yaml (nc=80 with nc=196)**

* The model's configuration file (model.yaml) defines parameters for the architecture, including the number of classes (nc).
* By default, YOLOv8 uses nc=80, which refers to the 80 classes in the COCO dataset.
* You are changing it to nc=196, meaning you are training the model on a dataset with 196 different object classes (likely a custom dataset with more classes).
* This adjustment is necessary for the model to recognize the different object categories during training and testing.

**5. Layer Breakdown**

This part of the output shows the detailed architecture of the YOLOv8 model, including all layers and their corresponding parameters. Here's an explanation of some key points:

* **Convolutional Layers (Conv):**
  + These layers perform feature extraction by applying filters to input images.
  + For example, the first convolutional layer has 1856 parameters and processes an image with dimensions [3, 64, 3, 2], which means it uses a 3x3 filter and reduces the image size by half (downsampling).
  + There are multiple convolutional layers throughout the network that progressively extract higher-level features from the input images.
* **C2f Blocks (C2f):**
  + These are custom blocks used in YOLOv8 for efficient feature extraction and feature fusion.
  + The C2f blocks are used to combine features from different layers of the network to enhance the model's ability to detect objects.
  + For example, C2f at layer 2 with [128, 128, 3, True] means it has 128 input and output channels, uses 3 layers, and has a skip connection (True).
* **SPPF Layer (SPPF):**
  + The **Spatial Pyramid Pooling (SPPF)** layer is used to pool features from multiple spatial resolutions and is useful for detecting objects at different scales.
  + The layer SPPF [512, 512, 5] uses 5 levels of pooling to capture fine-grained details.
* **Upsample Layers:**
  + The **upsampling** layers (torch.nn.modules.upsampling.Upsample) are used to increase the spatial resolution of feature maps during decoding. This helps in detecting finer details and objects at different scales.
* **Concat Layers:**
  + The **Concat** layers combine features from different parts of the network, enabling the model to integrate information from multiple resolutions or layers.
* **Detect Layer (Detect)**:
  + The final detection layer has 196 output channels (as per the nc=196 modification).
  + This layer produces the final detections with bounding box coordinates, object class scores, and confidence levels.
  + The output format for each detected object will be [num\_classes, [256, 512, 512]], indicating different anchor sizes for the object detection.

**6. Model Summary:**

* **Layers:** The model consists of 209 layers in total.
* **Parameters:** There are 43,780,956 parameters in the model, which represent the learnable weights that the model will adjust during training.
* **Gradients:** The model has 43,780,940 gradients, which are used during backpropagation to update the parameters.
* **GFLOPs (Giga Floating Point Operations):** 166.2 GFLOPs indicates the computational complexity of the model during inference.

**7. Transferred Weights:**

* During initialization, the model attempts to load pre-trained weights. It successfully transferred 589 out of 595 weights from the pre-trained model.
* This is typical when fine-tuning a pre-trained model on your own dataset. Some layers (like the final detection layer, which has been modified for nc=196) will not have pre-trained weights and need to be trained from scratch.

**8. Freezing Layer:**

* The layer 'model.22.dfl.conv.weight' has been frozen, which means its weights will not be updated during training.
* Freezing layers is a common practice to speed up training, especially when you want to fine-tune only specific parts of the model (e.g., the last layers) and retain the pre-trained weights for earlier layers that capture low-level features.

**9. Metric Results**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Precision | Recall | mAP@0.5 | mAP@0.5:0.95 | fitness |
| Train | 0.9235 | 0.9094 | 0.9477 | 0.9020 | 0.9066 |
| Validation | 0.9228 | 0.9096 | 0.9475 | 0.9013 | 0.9059 |
| Summary:  Loss   * Both training and validation losses (box & class) decrease steadily and converge. * No sign of overfitting — validation losses track closely with training losses. * The model is found to be learning well and generalizing effectively   mAP over Epochs   * mAP@0.5 and mAP@0.5:0.95 increase rapidly and stabilize above 0.94 and 0.90 respectively. * The model gives a good object detection   Precision & Recall   * Both precision and recall improve over epochs and stabilize around 0.92. * The model is found to be making accurate and consistent predictions - | | | | | |
| Metrics:  A graph with a line  AI-generated content may be incorrect. | | | | | |
|  | Precision | Recall | mAP@0.5 | mAP@0.5:0.95 | fitness |
| Test | 0.9322 | 0.9100 | 0.9492 | 0.8986 | 0.9037 |
|  |  |  |  |  |  |
| Summary: Correct prediction of Car | | | | | |
| Metrics:    Untrained Images: | | | | | |

1. Pickling

**Pickling cannot be done for as YOLO is from an external library (ultralytics) and pickle requires the exact class structure. However, the model that is being saved includes model architecture, trained weights and configuration**